**ASSIGNMENT NO: A6**

**1. TITLE:**

A Write a program in python/ Java/ Scala/ C++/ HTML5 to implement password data encryption. Use encryption method overloading (any to methods studied)

**2. PREREQUISITES:**

* Latest version of 64 Bit Operating Systems Open Source Fedora-19.
* Python 2.7

**3. OBJECTIVE:**

* To implement password data encryption.
* To study and Use encryption method overloading**.**

**4. Mathematical Model:**

Let S be the solution perspective of the class Weather Report such that

S={s, e, i, o, f, DD, NDD, success, failure}

s=Start of program

e = the end of program

i=Plaintext data password

o= Encrypted data password

f= Found/Not Found

DD=Deterministic data

NDD=NULL

Success- plaintext encrypted

Failure- plaintext not encrypted

Computational Model

**5. Theory:**

**“Encryption”** is the conversion of electronic data into another form, called cipher text, which cannot be easily understood by anyone except authorized parties.

The primary purpose of encryption is to protect the confidentiality of digital data stored on computer systems or transmitted via the Internet or other computer networks. Modern encryption algorithms play a vital role in the security assurance of IT systems and communications as they can provide not only confidentiality, but also the following key elements of security:

* + Authentication: the origin of a message can be verified.
  + Integrity: proof that the contents of a message have not been changed since it was sent.
  + Non-repudiation: the sender of a message cannot deny sending the message.
  + While security is an afterthought for many PC users, it’s a major priority for businesses of any size. It has to be when the Phenomenon Institute tells us that security breaches are costing companies millions every year.
  + Even if you don’t have millions to lose, protecting what you do have should be a high priority.
  + There are several forms of security technology available, but encryption is one that everyday computer users should know about.
  + How Encryption Works
  + Encryption is an interesting piece of technology that works by scrambling data so it is unreadable by unintended parties. Let’s take a look at how it works with the email-friendly software PGP (or GPG for you open source people).

**Password Hashing**

hash("hello") = 2cf24dba5fb0a30e26e83b2ac5b9e29e1b161e5c1fa7425e73043362938b9824

hash("hbllo") = 58756879c05c68dfac9866712fad6a93f8146f337a69afe7dd238f3364946366

hash("waltz") = c0e81794384491161f1777c232bc6bd9ec38f616560b120fda8e90f383853542

Hash algorithms are one way functions. They turn any amount of data into a fixed-length "fingerprint" that cannot be reversed. They also have the property that if the input changes by even a tiny bit, the resulting hash is completely different (see the example above). This is great for protecting passwords, because we want to store passwords in a form that protects them even if the password file itself is compromised, but at the same time, we need to be able to verify that a user's password is correct.

The general workflow for account registration and authentication in a hash-based account system is as follows:

1. The user creates an account.
2. Their password is hashed and stored in the database. At no point is the plain-text (unencrypted) password ever written to the hard drive.
3. When the user attempts to login, the hash of the password they entered is checked against the hash of their real password (retrieved from the database).
4. If the hashes match, the user is granted access. If not, the user is told they entered invalid login credentials.
5. Steps 3 and 4 repeat everytime someone tries to login to their account.

In step 4, never tell the user if it was the username or password they got wrong. Always display a generic message like "Invalid username or password." This prevents attackers from enumerating valid usernames without knowing their passwords.

It should be noted that the hash functions used to protect passwords are not the same as the hash functions you may have seen in a data structures course. The hash functions used to implement data structures such as hash tables are designed to be fast, not secure. Only **cryptographic hash functions** may be used to implement password hashing. Hash functions like SHA256, SHA512, RipeMD, and WHIRLPOOL are cryptographic hash functions.

It is easy to think that all you have to do is run the password through a cryptographic hash function and your users' passwords will be secure. This is far from the truth. There are many ways to recover passwords from plain hashes very quickly. There are several easy-to-implement techniques that make these "attacks" much less effective. To motivate the need for these techniques, consider this very website. On the front page, you can submit a list of hashes to be cracked, and receive results in less than a second. Clearly, simply hashing the password does not meet our needs for security.

**Adding Salt**

Lookup tables and rainbow tables are ways to break hashes, only work because each password is hashed the exact same way. If two users have the same password, they'll have the same password hashes. We can prevent these attacks by randomizing each hash, so that when the same password is hashed twice, the hashes are not the same.

We can randomize the hashes by appending or prepending a random string, called a salt, to the password before hashing. As shown in the example above, this makes the same password hash into a completely different string every time. To check if a password is correct, we need the salt, so it is usually stored in the user account database along with the hash, or as part of the hash string itself.

The salt does not need to be secret. Just by randomizing the hashes, lookup tables, reverse lookup tables, and rainbow tables become ineffective. An attacker won't know in advance what the salt will be, so they can't pre-compute a lookup table or rainbow table. If each user's password is hashed with a different salt, the reverse lookup table attack won't work either.

To Store a Password

1.Generate a long random salt using a CSPRNG.

2.generate hash using standard cryptographic hash function such as SHA256

3.key stretching using PBKDF2 inpust name = standard cryptographic hash function such as SHA256, password = hash generated, salt = salt, round = 10000 aleast, dklen = 64 atleast length of derived key

4.Save both the salt and the hash in the user's database record.

To Validate a Password

1.Retrieve the user's salt and hash from the database.

2.Prepend the salt to the given password and hash it using the same hash function.

3.Compare the hash of the given password with the hash from the database. If they match, the password is correct. Otherwise, the password is incorrect.

**Making Password Cracking Harder: Slow Hash Functions**

Salt ensures that attackers can't use specialized attacks like lookup tables and rainbow tables to crack large collections of hashes quickly, but it doesn't prevent them from running dictionary or brute-force attacks on each hash individually. High-end graphics cards (GPUs) and custom hardware can compute billions of hashes per second, so these attacks are still very effective. To make these attacks less effective, we can use a technique known as **key stretching**.

The idea is to make the hash function very slow, so that even with a fast GPU or custom hardware, dictionary and brute-force attacks are too slow to be worthwhile. The goal is to make the hash function slow enough to impede attacks, but still fast enough to not cause a noticeable delay for the user.

Key stretching is implemented using a special type of CPU-intensive hash function. Don't try to invent your own–simply iteratively hashing the hash of the password isn't enough as it can be parallelized in hardware and executed as fast as a normal hash. Use a standard algorithm like [PBKDF2](http://en.wikipedia.org/wiki/PBKDF2) or[bcrypt](http://en.wikipedia.org/wiki/Bcrypt).

These algorithms take a security factor or iteration count as an argument. This value determines how slow the hash function will be. For desktop software or smartphone apps, the best way to choose this parameter is to run a short benchmark on the device to find the value that makes the hash take about half a second. This way, your program can be as secure as possible without affecting the user experience.

If you use a key stretching hash in a web application, be aware that you will need extra computational resources to process large volumes of authentication requests, and that key stretching may make it easier to run a Denial of Service (DoS) attack on your website. I still recommend using key stretching, but with a lower iteration count. You should calculate the iteration count based on your computational resources and the expected maximum authentication request rate. The denial of service threat can be eliminated by making the user solve a CAPTCHA every time they log in. Always design your system so that the iteration count can be increased or decreased in the future.

If you are worried about the computational burden, but still want to use key stretching in a web application, consider running the key stretching algorithm in the user's browser with JavaScript. The [Stanford JavaScript Crypto Library](http://crypto.stanford.edu/sjcl/) includes PBKDF2. The iteration count should be set low enough that the system is usable with slower clients like mobile devices, and the system should fall back to server-side computation if the user's browser doesn't support JavaScript. Client-side key stretching does not remove the need for server-side hashing. You must hash the hash generated by the client the same way you would hash a normal password.

**RSA**

RSA is a public-key encryption algorithm and the standard for encrypting data sent over the internet. It also happens to be one of the methods used in our PGP and GPG programs.

Unlike Triple DES, RSA is considered an asymmetric algorithm due to its use of a pair of keys. You’ve got your public key, which is what we use to encrypt our message, and a private key to decrypt it. The result of RSA encryption is a huge batch of mumbo jumbo that takes attackers quite a bit of time and processing power to break.

**Algorithm**

The RSA algorithm involves four steps: [key](https://en.wikipedia.org/wiki/Key_(cryptography)) generation, key distribution, encryption and decryption.

RSA involves a *public key* and a [*private key*](https://en.wikipedia.org/wiki/Private_key)*.* The public key can be known by everyone and is used for encrypting messages. The intention is that messages encrypted with the public key can only be decrypted in a reasonable amount of time using the private key.

The basic principle behind RSA is the observation that it is practical to find three very large positive integers *e*,*d* and *n* such that with [modular exponentiation](https://en.wikipedia.org/wiki/Modular_exponentiation) for all *m*:

![(m^e)^d \equiv m \pmod{n}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALQAAAAXBAMAAABQa3hBAAAAMFBMVEX///9QUFCenp4MDAzm5uYEBAQiIiJAQEB0dHQWFha2trYwMDCKiorMzMxiYmIAAACOV7ETAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAs5JREFUSA2tVE9IFHEYfbs7u7OOM7pepOiQ0CkkWsODeWkI6VYrFFTQoUi6BdKh1Gib6N9CYCZ0qIPsRcK6bBAoajEQQYeKJT0EEU1ErCH+QbwkCn3fzPx2fjvtCIHfYd73ve+9N7PzZ4G6pa/XpXeCNLI7kVI3o6m/Lv2/5FJgGB5Gukjj8m87IKM6yedJjOeB1I3R7SqhWirwClCdnFkloxrJ50vUs5KWYvA1mHOFO+783ZwIyKhO8gnJbtEQ8no6mPdz29iGt/gRkFGd5BMSOZpiMCIWwBzSQLyEdhyyAjaik3xCIUdTTFp6F5oW+NGsQi1UbCGPQtknNHI0xaRs4FPp/b2e5VlfMeojBp9wPaVRX9QLfScWSVqtlA3t8Yfhvi8PbBi7bplQ8gU3mrX8DEfRUASc08XGAYz7tikfJWhKDmHS0nolin3JG5ixtXVMmEYn5srKYd6nSfuScApJE/H5TaSyOMgLqhYP5OOBnI2LiK9KHPmQKGHFVDbQBUziETDIe9ZeIGxBMx3Jk7TQyguqigfA8W9cZR7ptGcQOy82hOxLOPgFrGlbwF1lE/DuNWnP0bKCZhPsyZX5tG5Vo/fMcL1mshXKFhoynsA9so+if1K0TtEPj66J6FYY/OdWQZKuqsHBO/Z6lfdRhjHovXz6oNjnR/NVrwRXPYbYCOnySBTpxxVxHensZ88o3pQgBtiAWsJtoy3g2OdH073CDDr8e03ahOUAs2i03DvZBbU/4xm7PQCuXuK6TCM9jISFazGxIWSfiN5nap0YN42TvCdt8zwtu91P5j5wCtob+olcWQ8ApYeLJ/o+kiZeLImNR2k3O2JHptv/OFq+YsIYWNjL3wBpY8uEWSjVJN+nZ/xme/jHF5JzzJUQlyqHiIgx7AvJOOZYiHsWmqPGsC+k45i4U0uWasfIKewLCd2YjzVk2qwZtxlqfSEhxfwFE8u9qqW65ukAAAAASUVORK5CYII=)

and that even knowing *e* and *n* or even *m* it can be extremely difficult to find *d*.

Additionally, for some operations it is convenient that the order of the two exponentiations can be changed and that this relation also implies:
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**Key distribution**[[edit](https://en.wikipedia.org/w/index.php?title=RSA_(cryptosystem)&action=edit&section=4)]

To enable [Bob](https://en.wikipedia.org/wiki/Alice_and_Bob) to send his encrypted messages, [Alice](https://en.wikipedia.org/wiki/Alice_and_Bob) transmits her public key (*n*, *e*) to Bob via a reliable, but not necessarily secret route. The private key is never distributed.

**Encryption**[[edit](https://en.wikipedia.org/w/index.php?title=RSA_(cryptosystem)&action=edit&section=5)]

Suppose that Bob would like to send message *M* to Alice.

He first turns *M* into an integer *m*, such that 0 ≤ *m* < *n* and gcd(*m*, *n*) = 1 by using an agreed-upon reversible protocol known as a [padding scheme](https://en.wikipedia.org/wiki/RSA_(cryptosystem)#Padding_schemes). He then computes the ciphertext *c*, using Alice's public key *e*, corresponding to

![ c \equiv m^e \pmod{n} ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJUAAAAVBAMAAAC9PLGkAAAAMFBMVEX///8MDAyKiooiIiIwMDBQUFC2trYEBATMzMwWFhaenp50dHRiYmJAQEDm5uYAAADperq7AAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAidJREFUOBG9Uj9oE1Ec/mIvZ5PcXTKICBUJgjhUsOjSMRQnFYw4CSLPSRRLi5NLw3WoFcHWRUEQucGlIPRA65JYDlyEdsggOFTkugliE0WkLsHvvR7ee7m22fzBHd+/993jlwD/Z1ot4zuOb1CS+yJV3qZwF+SGrqEeN5gknx6nkhWnOIs6zVVdHK7pTOG81rWLreWXNExoCZOT6V04n7E1YRYljaGgkx1sdL3M+qnirH1ICfBOJzvY6CpT8z43+XafqRGEp2qjr7fWJ4iMOQPcujv6/muTzlzzOvB9bUXti/k3MVAIgKV4XhiHohlhbeCmoZE85TPjWxOYiu0XmI2Hj2BTdYXM17nPEN5vzBnHigs/MVTBsiGSNPgcgtNDR+RCWO1CHa7sUnl25euwVDe8B2pkQbGLgyGuSKhPl+QonGmUgykfpelONfkdZb4KOG2UI3Ugf06NT5IfQ8fHEyVrrx4xuyrsOs2u3nKQdDG/GKuuxUDLK1iIcBLedr98j0LSxXs53X/3Yv4qPTeSV7B941xZ4CNKlYeGCBwmT7q4AquWS/YF5kcc7r6KoSruMOWeVeMTcusjcNtcpzEXyJKu4jHciO0G5isywfz2NyAn4G20hFS25MQS8U/ZgH3Rl1gbypM/6pd/3b70HJPrX4BHrZU/ggEa1yJ2adlBcHNA4MQAX7fdQGdZPJ6V9lS8sT0tadjtfe0+81UfN6ll0gHsgL9fYBX4C6axkO4T6ceuAAAAAElFTkSuQmCC)

This can be done efficiently, even for 500-bit numbers, using modular exponentiation. Bob then transmits *c* to Alice.

**Decryption**[[edit](https://en.wikipedia.org/w/index.php?title=RSA_(cryptosystem)&action=edit&section=6)]

Alice can recover *m* from *c* by using her private key exponent *d* by computing

![c^d \equiv (m^e)^d \equiv m \pmod{n}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOAAAAAXBAMAAADglF5zAAAAMFBMVEX///8MDAyKiooiIiIwMDBQUFC2trYEBATMzMwWFhaenp50dHRiYmJAQEDm5uYAAADperq7AAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAxtJREFUSA2VlE9oE0EUxr+km/+7mxykiIpEQRQUWhTBYyjqwYpGildZT1KxtPTkpWUL1opgK4KCUiSHHiwKDUi9JJaACpUmEEQUbJEtXrzYVJGil+CbmU12Z8OG9R3mvfd9v523u5MNwCPcFLn72md19//DjWeCwFNBoGCMWg/C1YJAgZjq+6yXW3WEchmvqFOrDxzNr1JNr3PbcJSUXWuVhuWovApn24JW1KBYwIYe4KAPti9rFZ/vtyrKF0Q9Zw27RF7ecoRGaQXxHOLNqPtSx3dXxHkj4r7K3vYA3nmxs46wyMpzCGfUvCP6VIrRYUgDlQL3F7Cn6AFdtzWFFLCAZC703AN1tolOSRqYzHFAK9WyMpmqO726tgqkgfXyB0f0qV536tJAbAP6RsmmtMc8DGp7ssCx3NGXW9UBYSYKIsMFSYCwjwPD40fffC/RZdOlK8CPtWX+ssJvwyX2i3kCLFozhr2ZkxIkVSYMZR3XhKgUHbNVSYAQH1GaMJUBjFrRp5iy4ruxyQemYp9whsxB6DuYbu3g5JiF5Owv9GSwJMRI3jHtSgaEOElpF9QmGkaoCKWeyEPjA581sjhJ5mUovOe4focHq+nIkNxGrIghbqH9V+SCJEBg25T2QR1DujBqIjVGY+wzpBsfJ7OGdEWgtEZO8zCpTFvU9qNh4iF1FO2BLkgCBMb+Gmhghgb20cDmUqE1cIg+ZDJrmCsIVF5jJpCo4DD0P8LQKjLAOgkQ9k1K9kB6QnXbecJ5MXmDPUTUFLRrDRn0lAY+IpW5y2Ul63LtUgKE1kvJHkjHoeRCrTPEDkLFCjDAPoAb9gbaCR4mtexHSW99L7R6nrvsDni4IAkQ7iAle2ByP65a0UnMZJhF552epU17oa+XDaaw2GJhsYp9+PQRTyJ63mQ9QnxliwNJgPBJGvmZv/T7+sV5jFS/AvfKy38N8mjDSJUyny5YadW9xiHJ9m02fR1hhPN+wBePccrT+7Rawcew5R7Tz/8mG1F6xUFC7+9OjfjayYpkKVLXpXnRxSMr528fkawVqevShM0uJlIW/gFqZ+H1f2ZvkQAAAABJRU5ErkJggg==)

Given *m*, she can recover the original message *M* by reversing the padding scheme.

**Key generation**[[edit](https://en.wikipedia.org/w/index.php?title=RSA_(cryptosystem)&action=edit&section=7)]

The keys for the RSA algorithm are generated the following way:

1. Choose two distinct [prime numbers](https://en.wikipedia.org/wiki/Prime_number) *p* and *q*.
   * For security purposes, the integers *p* and *q* should be chosen at random, and should be similar in magnitude but 'differ in length by a few digits'[[2]](https://en.wikipedia.org/wiki/RSA_(cryptosystem)#cite_note-rsa-2) to make factoring harder. Prime integers can be efficiently found using a [primality test](https://en.wikipedia.org/wiki/Primality_test).
2. Compute *n* = *pq*.
   * *n* is used as the [modulus](https://en.wikipedia.org/wiki/Modular_arithmetic) for both the public and private keys. Its length, usually expressed in bits, is the [key length](https://en.wikipedia.org/wiki/Key_length).
3. Compute φ(*n*) = φ(*p*)φ(*q*) = (*p* − 1)(*q* − 1) = *n* − (*p* + *q* − 1), where φ is [Euler's totient function](https://en.wikipedia.org/wiki/Euler%27s_totient_function). This value is kept private.
4. Choose an integer *e* such that 1 < *e* < φ(*n*) and [gcd](https://en.wikipedia.org/wiki/Greatest_common_divisor" \o "Greatest common divisor)(*e*, φ(*n*)) = 1; i.e., *e* and φ(*n*) are [coprime](https://en.wikipedia.org/wiki/Coprime).
5. Determine *d* as *d* ≡ *e*−1 (mod φ(*n*)); i.e., *d* is the [modular multiplicative inverse](https://en.wikipedia.org/wiki/Modular_multiplicative_inverse) of *e* (modulo φ(*n*))

* This is more clearly stated as: solve for *d* given *d*⋅*e* ≡ 1 (mod φ(*n*))
* *e* having a short [bit-length](https://en.wikipedia.org/wiki/Bit-length) and small [Hamming weight](https://en.wikipedia.org/wiki/Hamming_weight) results in more efficient encryption – most commonly 216 + 1 = 65,537. However, much smaller values of *e* (such as 3) have been shown to be less secure in some settings.[[13]](https://en.wikipedia.org/wiki/RSA_(cryptosystem)#cite_note-Boneh-13)
* *e* is released as the public key exponent.
* *d* is kept as the private key exponent.

The *public key* consists of the modulus *n* and the public (or encryption) exponent *e*. The *private key* consists of the modulus *n* and the private (or decryption) exponent *d*, which must be kept secret. *p*, *q*, and φ(*n*) must also be kept secret because they can be used to calculate *d*.

* An alternative, used by [PKCS#1](https://en.wikipedia.org/wiki/PKCS1), is to choose *d* matching *de* ≡ 1 (mod λ) with λ = lcm(*p* − 1, *q* − 1), where lcm is the [least common multiple](https://en.wikipedia.org/wiki/Least_common_multiple). Using λ instead of φ(*n*) allows more choices for *d*. λ can also be defined using the [Carmichael function](https://en.wikipedia.org/wiki/Carmichael_function), λ(*n*).

Since any common factors of (p − 1) and (q − 1) are present in the factorisation of pq − 1,[[14]](https://en.wikipedia.org/wiki/RSA_(cryptosystem)#cite_note-14) it is recommended that (p − 1) and (q − 1) have only very small common factors, if any besides the necessary 2.[[15]](https://en.wikipedia.org/wiki/RSA_(cryptosystem)#cite_note-15)[[2]](https://en.wikipedia.org/wiki/RSA_(cryptosystem)#cite_note-rsa-2)[[16]](https://en.wikipedia.org/wiki/RSA_(cryptosystem)#cite_note-16)

Note: The authors of RSA carry out the key generation by choosing d and then computing e as the [modular multiplicative inverse](https://en.wikipedia.org/wiki/Modular_multiplicative_inverse) of d (modulo φ(n)). Since it is beneficial to use a small value for e (i.e. 65,537) in order to speed up the encryption function, current implementations of RSA, such as [PKCS#1](https://en.wikipedia.org/wiki/PKCS1) choose e and compute d instead.[[2]](https://en.wikipedia.org/wiki/RSA_(cryptosystem)#cite_note-rsa-2)[[17]](https://en.wikipedia.org/wiki/RSA_(cryptosystem)#cite_note-17)

**Example**[[edit](https://en.wikipedia.org/w/index.php?title=RSA_(cryptosystem)&action=edit&section=8)]

Here is an example of RSA encryption and decryption. The parameters used here are artificially small, but one can also [use OpenSSL to generate and examine a real keypair](https://en.wikibooks.org/wiki/Cryptography/Generate_a_keypair_using_OpenSSL).

1. Choose two distinct prime numbers, such as

![p = 61](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADgAAAASBAMAAAD8nwB9AAAAMFBMVEX///9AQEDm5uYMDAy2trYEBATMzMwiIiIWFhZiYmJQUFCKioowMDB0dHSenp4AAAALBVuHAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAANJJREFUKBVtzT8LQVEcxvGvezlF/s0mswy8AHXLq5CSd8AiJmFhvIuS0aQsRoviFVA2pe5qsBgo3cHBrXuOzq/O8JzPec4PDFOYu2BlDQLREX2oto1or60GxaUZT99K0ozlEG+77Ur//bU95+HbdMfNWBMik8+M5TPhO+nSD4VTxz6qVfGEWtAUdzKuitYLegGmSrQ8FZHYCTCZZSot3MkQugHG1lS0IrNwZ8uN73S0vdRANuXhdL3oBrkcJA7+Avb/pOa/hSohHlrUw8Z39AslvQFNFDOpdFsE1gAAAABJRU5ErkJggg==) and ![q = 53](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADcAAAASBAMAAAANlFvwAAAAMFBMVEX///8EBARAQEAiIiIwMDDMzMxiYmIMDAy2trYWFhaKiorm5uZ0dHRQUFCenp4AAAANS8jFAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAPFJREFUKBVjYMAEszYsYWDozdXGlAGK/P8/lYEjgUEdq6RPHgMDrwDD+gfYZC8ABfkM8EgC5R1Bau6cBilFAmpnQAIcEkBiJUN7ApDSnAkCBkAWgwPDSaCe6w8YGFi/MuxvAAkhA/4FQJ4RAwOLAcN7ZHEwm1EBSPUnMPAnMFwGC8AJpgUM7AYcGxj4JzDEP2CYCxJH2Ml/gYFRYb8DA38BQ3wA9z+4JjCDlwGog/0BQ7wCA/sDlg9gMTjBcQDoFrYHDIobGFh1kibAxSGMt1cOMDAsUgIHPOcFNElkLv8DZB4au38DmgASl6neFYmHwgQATFs6Kj37v5AAAAAASUVORK5CYII=)

1. Compute *n* = *pq* giving

![n = 61\times 53 = 3233](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKcAAAAPBAMAAABzd8JcAAAAMFBMVEX///8MDAwWFhYiIiLMzMyenp5QUFC2trZAQEAEBATm5uZ0dHQwMDBiYmKKiooAAAAzevxMAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAgNJREFUOBGlUjFLHEEU/s7TnVuPcwVJGw5jJShLipDfYHMriK0bbC5ySrhCsHJNiiRCwM5OttTqDttrDoUTI8g1WkXYMpBA0gk2m/fezN7u3trlFW++933fvHmzs8AzMb29TezpmLIc/gZ27w/HaGF2P/lGKxqMvx2WPai5sd1xvAA1xEGeFobSa60VDYn9Jc686cGrpDTrzR1gHeGPl+OFqQD7XUFFg3FXZwVc5jYDPtVT7nhTYWwfTl9Q0WC6lAIBummV8KQM5wuLa71k8jUmAjguMaJRmvkx0/uecRB0dnpbtOimtQBoh1TiW8+nrI4ZZ0MzjaHRuKzanzFgz8d5Dj6vcYVVWsz1m1CLrKOPc7r/O5k6NSfM+1AjMax1IryRTaPUcGHTuaapFehBSXYiSm9HvgQwox65Eo3TBnDCRBodH+X6qClaelDS7YDSPp2XD2Ym5AKicdrE5FPe5FDTo7TpXl/kSoSSq0I49ZzbMLc0LGumXIIltvQz0VuW3VFTtdiULnSUHXT6cGapTM2aqUX4IMgYHlHq0sCZqNWz37QdWgGLFr2gV/LQkIoZCc38ot9YkC6n/sJZ6SYWvb7gd8aFFPz0Mqrq0jvUPHwNtclkYdTSw/1QkDZUA1gPORtQafpAKx6ExJcpWXLoeouWn18OicwGM3Ycx5HWioas+T/wP71Sn6LFt1hgAAAAAElFTkSuQmCC)

1. Compute the [totient](https://en.wikipedia.org/wiki/Totient) of the product as φ(*n*) = (*p* − 1)(*q* − 1) giving

![\varphi(3233) = (61 - 1)(53 - 1) = 3120](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAASgAAAAVBAMAAAAHum7tAAAAMFBMVEX///8wMDBQUFCenp4WFhaKiorMzMxiYmIiIiK2trYMDAwEBARAQEDm5uZ0dHQAAAB23GKkAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAABB5JREFUSA3NlUuoG2UUx/9JbuZmcjNJrIqVYk1FKGiF2I0uL1ZbBYX4BEE03biTXm+1deEi1CqiLoIIgq8Gummhi6LgY3HpUBeC9yqjKymCobhpaaW3tVRFG//nfN/k+yaZ1K0HcuY8fueR+WYS4H8t+/K2q/enormcpQw+350qcoEzzvxvq9xBuHVbgnDbAeDd5e+sumWykhx+XF4Congi9TN9xZ8EHkgetQ18SEoKiR+hrVO1m46Ovl92wG7gfdQGVJXFcAnfQhUYzgoD4SN4Dfigl02ER+gLHjSB0WinbeBDUiLZjOhU7SajUe2WHXEzcCfKlxAjvFo8jufaqlBoZzoA5Kqd6DP8cHsvk4k2PEhf8EIf2LwXMA08yJRc70XE1KmaktF4EfhqTCwC98pSnwLrpR6XUoVSc0wYg9xZtQo9ExjrjbQEn+O1JbZ04dWJltztfLV0KiQlo3EfsCsl6rFYheN4GPiD1iZxRV0Qw4lwx9TNXUrwc0y3FDFdjClaSxrOtxanakpHXwVuAM4Dq0dR6QjxYZ8quMLHRm6hqh0SdyLcxWdPJ3aCSwByp0D8dV6++a1FrQ14TUWXmmunbnqVqeYrBleiy+DzHA1R2fcE5pjA9sPCFVdQuoOVqrCZkdr9IvLMCBes90uDtI3ErOhSxB+i38SvaYM0zatOLgxpeR3NVLNUcSXgUquoA4+jiIVEiisx1SHZ7x1+VN0mhhNyAY/3i1lLEV9RutHhRbu4Yp1cbLmAsWSqWepQX5bahHlgSGVOOuTJyQlwsyWrXhXPCbnoInAwbfO8yAua1ztF/IJ6CzEv0iVQJJGgTp6XREZkqllqB+T43uI+YZd3qsGqj4HfmeavaILGoipgcilyXOpt2ya4TuQmnZEu9Q9Pp4NqzzbYrQi3m7GUndqTfAfgg36Q+/AAn8ZCF9E68BfwMsJfmmgMVPGRJew9AeTkBX3TTmByLLoU8c+BRgsLsW0wztuSmuznOtqpeqc42vwk1PpFlFuo9oHDCP5GeYhitY09sSrgRq8pTeFeusYzRfwo3xVgT9s28Op1stwOX3SqHp+MxivAn4iOLX9ygF9iCOxFbQXv7d+/db6N1USVjvBbCFdt1xdZwU9G+POiOF/AcMhn3DbwGC2Rr+WLTtVuMhqnuvUev9WJL4nVY6C8tpbgxGh0Gc+s8Q9ZFQZ+A8Ph5EmW3bp+Vya1ZbQhgeDnGN6+ZZg2cJApqbqAWjpVUzo6MH/IA8lFqsXKCk82I7M4Cwl+KlMw5Tw2FckJhAMNfp2TYqjSnYjP4CwleK09UZJ138i6+V6xqfGf8rMfTYZncBYTPOpN1vh+GPveLNu+DaWlXMBs7KVmcJZQ/B4PnzILU5FrBZ7KS9aTqWguZymDl7tTRS5w3pkzrX8B2rEcedPyAr4AAAAASUVORK5CYII=)

1. Choose any number 1 < *e* < 3120 that is [coprime](https://en.wikipedia.org/wiki/Coprime) to 3120. Choosing a prime number for *e* leaves us only to check that *e* is not a divisor of 3120.

Let ![e = 17](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADcAAAAPBAMAAACy3Eq1AAAAMFBMVEX///+KiooMDAwWFhaenp4iIiJQUFDm5uYEBAS2trZAQEAwMDB0dHRiYmLMzMwAAADvSuTtAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAALhJREFUGBljYMAE7AsYGI7NKy/HlAGKTApgYMj///+/ABbZ6mSg5BoRF2kscgwM3EDJCwwMy3FKFjAwOgAl+e7cRVMC0snAUAYiTjNwgajFxiAAFoZIpgMFOdsZpoEkkQBYkm8DUIQ15o4DkgSICZbkAjqJgf8AiI8CwJIcB4Bi9Q4QCXQ754PE+R0YWB5A5GEkWKf8BCCXK4HBByYKpbkNgIz7D0C83LMgNUiAbf9voDckCpCEsDEBx4wm2LexFd4AAAAASUVORK5CYII=)

1. Compute *d*, the [modular multiplicative inverse](https://en.wikipedia.org/wiki/Modular_multiplicative_inverse) of *e* (mod φ(*n*)) yielding,

![d = 2753](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEsAAAAOBAMAAACV9fwGAAAAMFBMVEX///8iIiJAQEAMDAx0dHTm5uYwMDDMzMyKiopiYmK2traenp4WFhYEBARQUFAAAABMw5L0AAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAU1JREFUKBVVkb1Lw0AYxh/S1jbXJlecHeJHhw6Cf0IHBweHLM7N4OAiuOiaIOKiYFYRin9Be6MoaDupIOKgi4sBQVBUXKRih/hcKrT3wL2fv+PevAEA94lmTO3pBPm3zRUfV/4u0G7Vhs33MQYQMabgpmn6gzS91OnssH9rYBbQaVhLZycBVo/41h0OVAYMDMxJIAMbsHwkbJSr/1j5y8AqHmS1AOwhw9hb5xGvra6BMQljoJAA9UUaiEeafYQ6tm60eoyoD58z8QRY5qvPCij2IekMiV+mW1lJRnSTwEQXF4wMVfS9elZyPLpODBnDXBvLa5q45yARclXhQ3YRKmRrG5vNjnAMwS3JBI7XDCAX0NwoDPL69kg7ehMlzufym1VOIfSQU+736QhhJK4PWzHsPqMGp7cV5n0U5+LPhoE5/J0RSg8snr+wtT1Twx+0Kl9/HKNAXgAAAABJRU5ErkJggg==)

Worked example for the modular multiplicative inverse:

![d \times e \; \operatorname{mod}\; \varphi(n) = 1](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAK4AAAAVBAMAAAAtL8hrAAAAMFBMVEX///8iIiJAQEAMDAx0dHTm5uYwMDDMzMyKiopiYmK2traenp4WFhYEBARQUFAAAABMw5L0AAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAo1JREFUOBHFUk1oE0EU/kyy2XVjN3ooqAfJQZAUUQ/2IlJjKUIQdaHiRbBBtIhIDfiD4qE59iCy1CIoaIM9CNLCgmDRi+vBg7+X+ncQXEsVlFp7MFYaBd+b2dl1pQ1CBB/MfN/75s23szMP+O+h34wfYWlZ5qlqXA8z621IG5HEm/jqgEoPK6JQy0k2rYTGGC/TS6r6tCIKR5ZL9kwJjTHum66q6rSrmMR904FvPa4vlsV9l4VlmVJIJUlL38wspwUa55gsGnHfzqhO7I9SCF/z4zWPtUHAfCAWzxYdRvPpQLH15I4K9KndNrR8V+CbspGYqGIlYFwyuvjRHott0SR8z6PfZ8nKYdRmkiohx4iWdeitmDWS9XacKGtbhYq9wKozHh5RZUsb+kg8RCPxhOO+KGFffQ5ZV2STwXHHbNMXQrKEYVubx2bgIOht1wuVLsxw4eMFMN5TwRoSZ+RCOLNv2sM9KVjHxHGxorhTCkkHV4G6OQfs0r4DwT04SAEOZqmIdr4moCuMBftmHVVvvpSLX1UN+V4kX4N89+ynngl9b4DOW6Oyd9AZFvLtd/kXOUYP5Bi0sOsCXz7v8G/n9fkmqnhFtQ9heQR5Gn/eb09Zq9N/iWaYZAT5jgsS+OI50IuO8H7b6LAXgC1UM49kwQGOiPJo4ntIulbtLkvUDNQSFBuQKTBC+d6yzXaM2fqEUNGd/7TdF01AjZ89VZCfkGtyTnvUD2udmQKnrTSmmFhDVxhgbuywth29/cMx84M21Q19odbi+PxzNc2d1Gc5WJeJbmI1Cuv4t/dR9vcsKUq7ww2GH9KmyIjYnXCVyZKyYs3hB7Fdo8eRcV2RJjF4/jvKpqTIv0Ej+P2UvYDfL+G6osew9tv8AAAAAElFTkSuQmCC)

![2753 \times 17  \; \operatorname{mod}\; 3120 = 1](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANQAAAAQBAMAAACciUyJAAAAMFBMVEX///8MDAyKioqenp7m5ubMzMwwMDAEBAR0dHQWFhZiYmIiIiJAQEBQUFC2trYAAACRzTdTAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAvBJREFUOBG9VD1oU1EU/tKmSfOavNfBOugSKGgHoQ87i0+oTi2tKLpUE7pokdIgRRxEglOtFIroYF0CLlItZnARHCII1eqQgrQKRVPEIdASf2rBxfidc2/aJJsIHsi95577/dy/POCf4nzpb+ibb4po/3i6P8Dt4ACwufCykR0uADNf+vsbq3a0OGsSwxrgQOQwMM2mIUTFzeEZEtVq9Tuq1bsyfNGAwXoe+MT5ZGPZjBLGyrDc/VYOXeCiG0JU4kAlG7/RdziNiw+ARAa9fj3oxAeCXnX3NXMNxlopKzx+38o5aURLBmBbVYkW4aUdYgIUWW/NN1khQqsc0HSsVsJaWdYlQOViRcRIqQ9RiRXg5cNAN9SK0xcEkuXvlCRqFaDF10FzY61YFhatVM7LIjLbCBUrRioHhIvA0hQbuNel9pjJHUnUChjUHOXLPY+OT40C56be8fYfztQUlUUrRio3lES80xBqrbVaDXhH/KVxkye47Mt0ooAySwwDorDGteHIKCoBl3EyaOvCMWtlWMZqNUjRKkP463sSeSEaFfc30zMyhpdk81wyrNlNGVBbWovAXjhbGCqFeEQFXkncWhmWWlGOVhGxqgtjFfNZWtJytMCukpM8MRZIZ9cTz2kO7IOTgedXhtGe4Tnt3pWw1IpynOjotATbGSuePHCVbzCJUN4N4OlK3Sv1oGjWjmjVSateWm0d9WtWlqVWlPOy6FARS2KnVk4SJbg/CCgiWhhKw9MFlQcLBqigim9Z1oq7cr7u7sqyxErkeLKxHPPmu+qRV97C+0rw8fghH6kCUbypNXYMteotaa4HKLviLiPp0M5dWZZYiZyTh1cjWJ6ouHPzCzk4P5ll+SIcH4sBp8uBPEIJ/Yc8GdZ8x6p1D9YDdxJn9QRqrDErF+7CLYuvdaIS1c9byyRrR1aywKG3+l14yvF7wSUmtvnQDwaSAxvfisvbnyfmsDFP2Mj0zK+S1pW1Uh0PjNxI8+fWqCj0fzR/AKyg72Ce46T6AAAAAElFTkSuQmCC)

The **public key** is (*n* = 3233, *e* = 17). For a padded [plaintext](https://en.wikipedia.org/wiki/Plaintext) message *m*, the encryption function is

![c(m) = m^{17} \; \operatorname{mod}\; 3233](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMEAAAAXBAMAAABACzadAAAAMFBMVEX///8MDAyKiooiIiIwMDBQUFC2trYEBATMzMwWFhaenp50dHRiYmJAQEDm5uYAAADperq7AAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAvNJREFUSA2tlEFo02AUx//t0mTNkqYHEUHRIoiHKaue9KCEXQSn2DFwniSCQxSlxYMIshEPcyLoBqIgDMnBg4KwisxLpwTcQHBgh+IOcyO7eVA7ZQy9rL7vS5p8mR5W6IO8/N773vf+yffaAJu3Nhu76qubr2+6Mtlv48ztpab3NbFBsTOe6jSxQSzV7DB6FdJGUKgotTHpx7es/+ej7O4IJS/iODGF0/FUI5of82lghk5x4GOBHCfmuLWbAdBN5CjLiCmU4qlGlPIVZBdzIHeYOU5z8E2yAmC34wLHkBTkbCwTBoFCqoQuRweKZU7c+TXpsJTgiRiITAod/rOKWc6BgponBaUAw+TEnV/7WtxiiIHA6oceJE0hIWCgQJljSFdh5DkFLvOlgoNAcjpZOfptOgekHVoRbJ/Z+fLHbLeQAS5e7Xz7tUK54cpZ4Pv7yca7yddY3agLcOLumTdiPQQ05TNOluUSIJWpRn/E7D4rdwctaQEXGEY2aEvdKHryY9z02rdhOVBQex1W0++BE3eZNQxjCHhay+EA1BX6yReiRkTqvV9oy2IilsQWaOuoWYkypGq6AD1QAI5QnbzGihkxJ7E16sta3EAqT29TZUuRkapSRl+UYLQDWgmGU6Thl+jZojkU3cY5MwI5g93X6epD5jfocf5RINWajQdUIhgpZEmhixTWJ5yGguzBGANoPpz8cNShfdfpGkeyxFpBdykS5pB2sZepxyxQKNrQVqJ3qJkwstBysDj5IfWU7a20ew26iRftDqRcrBcMC5/Qkb0TywYKdHySmQjnkHAwWkUnUODkh205XEYPDXQFNLZF+rIlrFgvNqDt0Kt0foIFCupOnPPkIYxk+ZrmYN6Tx2dnXE7cIbMwZYH+cR1VKB7OvyMFoRFDWhyCfMIW01d+FnpXL50ax5VZ+rbdnZr8Y/Hl/YtLUOr1eg6MfMcXlsXde8SgVaw7QqdDArcMM/molVyNuIX0POolRdhKStphtzchtQb+AqU13BIZZBUsAAAAAElFTkSuQmCC)

The **private key** is (*d* = 2753). For an encrypted [ciphertext](https://en.wikipedia.org/wiki/Ciphertext" \o "Ciphertext) *c*, the decryption function is

![m(c) = c^{2753} \; \operatorname{mod}\; 3233](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMcAAAAXBAMAAABNFUbaAAAAMFBMVEX///8WFhZQUFAMDAzMzMyenp62trZAQEAEBATm5uYiIiJ0dHQwMDBiYmKKiooAAABU0ngcAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAAwBJREFUSA21VE1oE1EQ/pLsbjY2P/VYobDQi3oxBy+CQlCxHoTuQaEHpWuq9GJJoKitXnKKFEEWLBQFSUVBvEis0CJBiAf/LnUpRdG2sIigUKERbbGgxDezm90mRkzBzGH2m+/NzLfvzdsFWrLhJSNUrZb3/LDllectVWw9KWIp48HDveY7E6rRv/X6liqUCtZu4AQsQMJASyV/S1rghZlmy0bkO6BhcdYALjdLAI6IpX9b3OacqNksNawhaMCO5JB+1WwdGO10+PT8GJC+pAnHiJxvxxwolX3KR7OASlEe6G/6Fgg6IoqFEQh3mxyjEb8LULs1zzaTLpatCAah5JD/jESxSQJqIsEcVvUwkCkyYrcp390uTm7ianB4YgYPEdGUZBoFo8bWPd2dyFNCRNWQKDNiB886si5MeJQHpGq1gi/AqbdmfHHOo+uAKyK4lwhkkZhi5Lj4Urx0/9aSjW22ICYXiwjoAmw2Iv+009dW3k+UhOLB0i4qnK6dhJKn5D4LYEQupl7Ai6I47YAByF1SHlFqGd5OtoPSmSTQYFdS0TlkTKULh0xpL667InKPTok7TTBid7xg4w7kClQT4rglcVW1+m5M1lMc7UdsQ1SEiohmAxrCrghwTywr65RDiJ34gK8iOAUaxVMiY1nyvjHphx46gFgOCT2TQkdOvKk/k4wF98wJgdxuiK85IK6DCfyiDo0iTNJCgwmRpBBZFSIbA3pNRDGR6ATErBi5YTfiORRSUFOQ1qhPmOT9mThkgwCFrojYSazi76RQRiKJmA2DkRNiHeEyHkl6yKAt4QyiNrXwzCG90AeuiCpmUg55Mwnp6MtiRfzpGDmhXIEY3cUgX6oH9C8IGX4jQkzWUxy5IvI+DJrKOI4mmY3pGDWV7uV5ixE7iG9Q3KtzCwQwWXoDhBoaMtnAiXDom9bz8+zrbgwti19g75PprwYnfbo4BrVardog5DivOuK8CfDBo9oAzrs977aht9fypoMUcWztM9ni3tH2KVDnj9z+8f8X+Q2fuN5xQ7pY3AAAAABJRU5ErkJggg==)

For instance, in order to encrypt *m* = 65, we calculate

![c = 65^{17} \; \operatorname{mod}\; 3233 = 2790 ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOUAAAATBAMAAACdLNchAAAAMFBMVEX///8MDAyKiooiIiIwMDBQUFC2trYEBATMzMwWFhaenp50dHRiYmJAQEDm5uYAAADperq7AAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAA0xJREFUSA21VE1oE0EU/pImm6RNdgsq1KKSg14saEHEn9PSqwcjUkWouj1oqVYbBaH+VFOw6KW2IBaUKkHxYPFQlR6kFYLiQdtDUHoobWU9CF40WtNi60/8ZnaT7NaQg9QH++ab997Mt2/emwHKyXZ4cjm9XMSy+zZ0wH+1x1z2fctu2IHPGCwbsfzODm4ZK7lt8GhJ8z8bP7xMIbTJqwPk9Bsl94mctcxK00ETysGtgIXE1CVH3sZQte/aZxM9jSng02jJHJQ72Aktt5CQnAHXDsXJAQu2IVKNNlT0UUlE5RQlhR3w53K52WAHngE1WO9057Enqp6DbzTJOfNszpuXjDbnfngXkYbyAxJJ5YyMAO1DkceDd/WQDs0M6wgYTr+NH4nRLyfkfGpblw425z3BeQbIQiKpnKGBGDQ9DERMLQVPLBRDKOX023itGCXnw+xQ6aNggM0J+OK4DXyjichWHG0JpaHVq8BG9LJJdG0Ivj5AnR7JB1jjXN2wicjYsMvaerruxceRBqB75JBcU+BsMRgY/EklkVSupSSDynSZZ18mKqqOB+YVg7nfFHKdwcGsUVkNH6r4Pw7pTPga0G6ywbpMdCXU1bbvfq0A/ouARNZ0Uu5Wb4XsN+k34dORifeSMw51Ht2Wz9ZBHtMFgWdd5pUI/0bG8PBw0rgBTOa9FWmidoNKIqnyPjEq81SXmWo/nlSTkxUQx+sSdQ5sb0qny7wG4Ti0ZHsCVXGVv1M4W0Uc6y0RK5FUzpWhJGfT/KpG3tfzbCuqxTEvEXJuwxtghctOTgYnN5Pzd+VigfMksMDGiQISWVPXQvYAcF6atBh7iFe5NymnxXqKLtwCEv+Vp+BknuEvxTzVLPAVeA5FInsKRz3DURhQ+JMwkUlYdyWTgJKQtHn1StQzhqCIK4qdZ4D11LGqUM9aBH/BO8S7JZFUxUVEdeLF9rKm7Ne9CNdDM1AR5avlEk+SLXvc6oiiw+asXIdmEy1m8JTleo3IRbSOjzdBIqmKi1jjgXG+3uHvbN0Ue16twRO209So4QwinpgAKht3uawnvsb2ZI/tHsCJ8Xe8T1Njh/ul3zszY+ISn1NIJJVzYYBPbRReXiU0MhI9pd9455L/gv8AoVsDrcdyUn0AAAAASUVORK5CYII=)

To decrypt *c* = 2790, we calculate

![m = 2790^{2753} \; \operatorname{mod}\; 3233 = 65 ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPsAAAATBAMAAACkS2Z6AAAAMFBMVEX///8WFhZQUFAMDAzMzMyenp62trZAQEAEBATm5uYiIiJ0dHQwMDBiYmKKiooAAABU0ngcAAAAAXRSTlMAQObYZgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAA7JJREFUSA3FlU9oXFUUxn+ZP29mMpmZKv5BaORJF1ExJhVcKCqDFXQ3D7XQjfiSqnVhmKkF2xgKo0KlCPrULsxCZmoW4m5UsMhsxk2tKHUIitgkOhuxkEKC2tLY6vOc+2b63oxZRAh4Fud959zvnu+9e8+9D7ZsM8tu3PdbE5c7ydXTW561XcRM2zoee+RR70ePtLtvu6puuY61zsV59tKGBE9vedq2Ed3MH2CzdMqFuU2rJp7bNP3fk9bYB/DJM/PzJF4ch8zcotRI2cRcOpkq019tWjL1SpCeXpyF6ZdtcQap67PMuBS91bvQl4wEMwzvYML3/c5jxWyFeDHfglOQVs4x2OdFyCG8zUCrzSHEnVRn0KGQYtCUN+zg+zcMpK+FFawrzP2y9wI7YYNl1Uy2M+zHqnLsPIXGNWoUBPKxKmtOCsoNg4yLsuAh3nP4+vv+ZCR6Fa5qk83yF9zD9TDKzInP+JiMbU1OU3Mj5BAG8sm6yKdtCi2DjCNq2UmN7GiqH98Mf+KRdxIiv5Mr8EXC99eR3XrqBy+/dLaf3osCeYnOMFShUDeo5+TZtXhFga0uv5xvfvT+ckdx1FSXd9Cv3535G9nDf9vUm6vnTjTlVR5u3iH9ebTZk7ekPaAky2dQEIbzC3cr/2jThlz6Jb5syI6KHbxOra6Q2HFxQvqGzOWEyB8x2QH3enHkLGXPuoU9HnuKmd3BeHKXo+B2D4O6YVi9dJonoCVbyZO1Dgsk1wcKU3blemnB2252QeXPDBI0foDchvRBvMFIRRvkYI/0oQDrkkaKAqcgsFKdtKwMhQ56gb1BrB4MhP5GgSnlND+/Xxd/IRwK0YPkqhSccpFsVUm9xacsM4ccJSoKXDitZuu5lmNcgTuR22zIlihqIx2J0g2T+k1b72R0tIdFflLk10R+I3mxJ295FKS69IRB3bA3R54Fka+mOsTreqLyVWpFxMLd4ScseWlHGkrfzhw8ZQxYV16+Prcefn2tRWGSXAfXoCCMVh+qMFyXd9Cvv0SqxacJUYpYvkEM1lzteNmYc0rbxLryskojLbkeunsfdyhVWJWjZVAQRmfndsjeS/2So00nnXNYgqhNrazIrfxzEcaZ8ni3mK1Hh3u4K5+8j/0ez3uJ18xAzuGIZ42uLLYNMq43I3jeK01vNbQj5UZPe7zwXf/4W74vnXTekwM4Jv+LhPnl9FMkOvC7vevqs9+OcmDFkJYmbjKcXw/PktYfBooC1zc5NWbD43c1+pL/Q/APT8cWZVfCXfkAAAAASUVORK5CYII=)

Both of these calculations can be computed efficiently using the [square-and-multiply algorithm](https://en.wikipedia.org/wiki/Square-and-multiply_algorithm) for [modular exponentiation](https://en.wikipedia.org/wiki/Modular_exponentiation). In real-life situations the primes selected would be much larger; in our example it would be trivial to factor *n*, 3233 (obtained from the freely available public key) back to the primes *p* and *q*. Given *e*, also from the public key, we could then compute *d* and so acquire the private key.

Practical implementations use the [Chinese remainder theorem](https://en.wikipedia.org/wiki/Chinese_remainder_theorem) to speed up the calculation using modulus of factors (mod *pq* using mod *p* and mod *q*).

The values *dp*, *dq* and *q*inv, which are part of the private key are computed as follows:

![\begin{align}
           d_p &= d\; \operatorname{mod}\; (p-1) = 2753 \; \operatorname{mod}\; (61-1) = 53 \\
           d_q &= d\; \operatorname{mod}\;(q-1) = 2753 \; \operatorname{mod}\; (53-1) = 49 \\
  q_\text{inv} &= q^{-1} \; \operatorname{mod}\; p = 53^{-1} \; \operatorname{mod}\; 61 = 38 \\
               &\Rightarrow (q_\text{inv} \times q) \; \operatorname{mod}\; p = 38 \times 53 \; \operatorname{mod}\; 61= 1
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Here is how *dp*, *dq* and *q*inv are used for efficient decryption. (Encryption is efficient by choice of a suitable *d* and *e* pair)

![\begin{align}
  m_1 &= c^{d_p} \; \operatorname{mod}\; p = 2790^{53} \; \operatorname{mod}\; 61 = 4 \\
  m_2 &= c^{d_q} \; \operatorname{mod}\; q = 2790^{49} \; \operatorname{mod}\; 53 = 12 \\
    h &= (q_\text{inv} \times (m_1 - m_2)) \; \operatorname{mod}\; p = (38 \times -8) \; \operatorname{mod}\; 61 = 1 \\
    m &= m_2 + h \times q = 12 + 1 \times 53 = 65
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**Conclusion:**

Hence we have designed to design a program to implement password data encryption using encryption method overloading.

File: encryptPass.py

import hashlib

import sys

import os

import binascii

try:

   hash\_name = sys.argv[1]

except IndexError:

   print('1st arg\n'+ str(hashlib.algorithms\_guaranteed)+'\n2nd arg username','\n3rd arg password')

else:

   try:

       username = sys.argv[2]

       passwd = sys.argv[3]

       password = bytes(passwd,'UTF-8')

   except IndexError:

       print('using default password: password')

       password = b'password'

   salt = os.urandom(32)

   chef\_salt = binascii.hexlify(salt)

   filename = username+"\_salt.key"

   salT\_file = open(username+"\_salt.key","w")

   print("Salt\n"+chef\_salt.decode('utf-8'))

   salT\_file.write(chef\_salt.decode('utf-8'))

   salT\_file.close()

   dk = hashlib.pbkdf2\_hmac(hash\_name, password, chef\_salt, 100000,128)

   store\_hash = binascii.hexlify(dk)

   filename = username+"\_hash.hash"

   hash\_file = open(username+"\_hash.hash","w")

   print("hash\n"+store\_hash.decode('utf-8'))

   hash\_file.write(store\_hash.decode('utf-8'))

   hash\_file.close()

File: verifyPass.py

import hashlib

import sys

import os

import binascii

try:

   hash\_name = sys.argv[1]

except IndexError:

   print('Specify the hash name as the first argument.')

else:

   try:

       username = sys.argv[2]

       passwd = sys.argv[3]

       password = bytes(passwd,'UTF-8')

   except IndexError:

       print('using default password: password')

       password = b'password'

   #password = bytes(passwd,'UTF-8')

   salT\_file = open(username+"\_salt.key")

   chef\_salt = salT\_file.read()

   print("Salt\n"+chef\_salt)

   dk = hashlib.pbkdf2\_hmac(hash\_name, password, bytes(chef\_salt,'UTF-8'), 100000,128)

   hashk = binascii.hexlify(dk)

   new\_hash = hashk.decode('utf-8')

   hash\_file = open(username+"\_hash.hash")

   old\_hash  = hash\_file.read()

   print("hash\n"+old\_hash)

   if new\_hash == old\_hash:

    print("The user "+username+" has used valid password")

   else:

    print("Incorrect username or password")

'''

envy@envy-vm:~/be-2$ python3 encryptPass.py

1st arg

{'sha1', 'md5', 'sha384', 'sha224', 'sha512', 'sha256'}

2nd arg username

3rd arg password

envy@envy-vm:~/be-2$ python3 encryptPass.py sha256 cybersecurity 1l0v3cy83453cu41ty

Salt

becf85585f32a32fa21e2c600ec1b90ee91e71407cd47c20fc661afa96d7837e

hash

9040251af5493315fdecb02661e44a321cebba914fa1e540d507e748f2f36525f918471baa12c9f48c62d8f7ba2c13a94e76c3a7e06819f236104e91618058b330135466106e28ccdb67c95d494d87edbe252768d4e9885ff012dcde01fab9ae0c04e1f14380eb3e0ac54e6dd8387e2bcc291b5560eff3b8b8074a8d3957f9df

envy@envy-vm:~/be-2$

envy@envy-vm:~/be-2$

envy@envy-vm:~/be-2$ python3 verifyPass.py sha256 cybersecurity 1l0v3cy83453cu41ty

Salt

becf85585f32a32fa21e2c600ec1b90ee91e71407cd47c20fc661afa96d7837e

hash

9040251af5493315fdecb02661e44a321cebba914fa1e540d507e748f2f36525f918471baa12c9f48c62d8f7ba2c13a94e76c3a7e06819f236104e91618058b330135466106e28ccdb67c95d494d87edbe252768d4e9885ff012dcde01fab9ae0c04e1f14380eb3e0ac54e6dd8387e2bcc291b5560eff3b8b8074a8d3957f9df

The user cybersecurity has used valid password

envy@envy-vm:~/be-2$ python3 verifyPass.py sha256 cybersecurity l0v3cy83453cu41ty

Salt

becf85585f32a32fa21e2c600ec1b90ee91e71407cd47c20fc661afa96d7837e

hash

9040251af5493315fdecb02661e44a321cebba914fa1e540d507e748f2f36525f918471baa12c9f48c62d8f7ba2c13a94e76c3a7e06819f236104e91618058b330135466106e28ccdb67c95d494d87edbe252768d4e9885ff012dcde01fab9ae0c04e1f14380eb3e0ac54e6dd8387e2bcc291b5560eff3b8b8074a8d3957f9df

Incorrect username or password

envy@envy-vm:~/be-2$

'''